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###### **Лабораторная работа №11**

###### **Последовательные контейнеры библиотеки STL.**

**Цель:** 1) Создание консольного приложения, состоящего из нескольких файлов в системе программирования Visual Studio.

2) Использование последовательных контейнеров библиотеки STL в ОО  
программе.

###### Постановка задачи

Задача 1.

1. Создать последовательный контейнер.
2. Заполнить его элементами стандартного типа (тип указан в варианте).
3. Добавить элементы в соответствии с заданием
4. Удалить элементы в соответствии с заданием.
5. Выполнить задание варианта для полученного контейнера.
6. Выполнение всех заданий оформить в виде глобальных функций.

Контейнер - вектор

Тип элементов - float

Найти минимальный элемент и добавить его в конец контейнера;

Найти элемент с заданным ключом и удалить его из контейнера;

К каждому элементу добавить сумму минимального и максимального элементов контейнера.

###### **Функции для решения задачи 1**

#include <iostream>

#include<vector>

#include<cstdlib>

typedef std::vector<float>Vec; //определить тип для работы с вектором

Vec make\_vector(int n) //функция для формирования вектора

{

Vec v; //пустой вектор

for (int i = 0; i < n; i++)

{

srand(unsigned(time(0)));

float a = ((float)rand() / RAND\_MAX) + rand() % 100 - 50;

v.push\_back(a); //добавить а в конец вектора

}

return v;

}

void print\_vector(const Vec& v)

{

for (size\_t i = 0; i < v.size(); i++)

{

if (i)

std::cout << "; \t" << v[i];

else

std::cout << v[i];

}

std::cout << "." << std::endl;

}

float arithmetic\_mean(const Vec& v)

{

float s = 0;

for (size\_t i = 0; i < v.size(); i ++) //перебор вектора

{

s += v[i];

}

float n = v.size(); //кол-во элементов в векторе

return s / n;

}

int max(const Vec& v)

{

int m = v[0]; //мин. элемент

int n = 0; //номер мин. элемента

for (size\_t i = 0; i < v.size(); i++)

{

if (m < v[i])

{

m = v[i]; //макс. элемент

n = i; //номер макс. элемента

}

}

return n;

}

void remove\_element\_by\_index(Vec& v, int pos) //удалить элемент из позиции pos

{

v.erase(v.begin() + pos);

}

int min(const Vec& v) //поиск минимального элемента

{

float m = v[0]; //мин. элемент

int n = 0; //номер мин. элемента

for (size\_t i = 0; i < v.size(); i++)

{

if (m > v[i])

{

m = v[i]; //мин. элемент

n = i; //номер мин. элемента

}

}

return n;

}

void subtract\_min\_element(Vec& v)

{

float m = v[min(v)] + v[max(v)];

for (size\_t i = 0; i < v.size(); i++)

{

v[i] += m;

}

###### **}**

###### Основная программа для решения задачи 1

int main()

{

srand(unsigned(time(0)));

try

{

std::vector<float> v;

std::vector<float>::iterator vi = v.begin();

int n;

std::cout << "N? ";

std::cin >> n;

v = make\_vector(n); //формирование вектора

print\_vector(v); //печать вектора

std::cout << "\nAdd minimal element: ";

v.push\_back(v[min(v)]);

print\_vector(v); //печать вектора

//

int pos;

std::cout << "\nPosition to delete an element? ";

std::cin >> pos;

remove\_element\_by\_index(v, pos); //удалить элемент с этим номером

std::cout << "\nRemove element by index: " << std::endl;

print\_vector(v);

//

subtract\_min\_element(v); //каждый элемент разделить на мин. значение вектора

std::cout << "\nAdd the sum of the minimum and maximum elements: " << std::endl;

print\_vector(v);

}

catch (int)

{

std::cout << "Error!" << std::endl;

}

return 0;

}

###### 

###### **Объяснение результатов работы программы.**
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Вводим в переменную N длину вектора для создания;

Создается вектор длиной N и заполнение его случайными элементами;

Происходит поиск минимального элемента и добавление его в конец вектора;

Выбор элемента для удаления, затем происходит удаление элемента по индексу;

Добавление суммы минимального и максимального элементов каждому элементу вектора.

###### Задача 2.

1. Создать последовательный контейнер.

2. Заполнить его элементами пользовательского типа (тип указан в варианте). Для пользовательского типа перегрузить необходимые операции.

3. Добавить элементы в соответствии с заданием

4. Удалить элементы в соответствии с заданием.

5. Выполнить задание варианта для полученного контейнера.

6. Выполнение всех заданий оформить в виде глобальных функций.

Тип элементов Money

Найти минимальный элемент и добавить его в конец контейнера;

Найти элемент с заданным ключом и удалить его из контейнера;

К каждому элементу добавить сумму минимального и максимального элементов контейнера.

###### Функции для решения задачи 2

Money.h

#pragma once

#include<iostream>

class Money

{

long m\_rubles;

short m\_kopeck;

public:

//---------constructor-----------

Money();

Money(long, short);

Money(const Money&);

~Money();

//-------Getters and Setters----

long Get\_rubles();

short Get\_kopeck();

void Set\_rubles(long);

void Set\_kopeck(short);

//-------overloaded-functions----

Money& operator=(const Money&);

Money operator+(const Money&);

Money& operator+=(const Money&);

Money operator/(const Money&);

Money& operator/=(const Money&);

Money operator/(int);

Money& operator-=(const int);

Money& operator-=(const Money&);

bool operator>(const Money&);

bool operator<(const Money&);

void clear();

//-------friend-functions---------

friend std::ostream& operator<<(std::ostream&, const Money&);

friend std::istream& operator>>(std::istream&, Money&);

};

Money.cpp

#include "Money.h"

Money::Money()

{

m\_rubles = 0;

m\_kopeck = 0;

}

Money::Money(const long rubles, const short kopeck)

{

if (rubles < 0 || kopeck < 0)

{

m\_rubles = -abs(m\_rubles);

m\_kopeck = -abs(m\_kopeck);

}

long long money = (long long)m\_rubles \* 100 + m\_kopeck;

m\_rubles = money / 100;

m\_kopeck = money % 100;

}

Money::Money(const Money& money)

{

m\_rubles = money.m\_rubles;

m\_kopeck = money.m\_kopeck;

}

Money::~Money()

{

}

long Money::Get\_rubles()

{

return m\_rubles;

}

short Money::Get\_kopeck()

{

return m\_kopeck;

}

void Money::Set\_rubles(const long rubles)

{

if(m\_kopeck >= 0)

m\_rubles = rubles;

else

m\_rubles = -abs(rubles);

//m\_rubles = rubles;

}

void Money::Set\_kopeck(const short kopeck)

{

m\_kopeck = kopeck;

if(m\_rubles < 0)

m\_kopeck = -abs(m\_kopeck);

if (m\_kopeck < 0)

m\_rubles = -abs(m\_rubles);

}

Money& Money::operator=(const Money& money)

{

if (&money == this)

return \*this;

m\_rubles = money.m\_rubles;

m\_kopeck = money.m\_kopeck;

return \*this;

}

Money Money::operator+(const Money& money)

{

long long money\_first = (long long)m\_rubles \* 100 + m\_kopeck;

long long money\_second = (long long)money.m\_rubles \* 100 + money.m\_kopeck;

Money p;

p.m\_rubles = (money\_first + money\_second) / 100;

p.m\_kopeck = (money\_first + money\_second) % 100;

return p;

}

Money& Money::operator+=(const Money& money)

{

long long temp1 = (long long)m\_rubles \* 100 + m\_kopeck;

long long temp2 = (long long)money.m\_rubles \* 100 + money.m\_kopeck;

m\_rubles = (temp1 + temp2) / 100;

m\_kopeck = (temp1 + temp2) % 100;

return \*this;

}

Money Money::operator/(const Money& money)

{

Money division;

if (&money == this)

{

division.m\_rubles = 0;

division.m\_kopeck = 1;

return division;

}

long long money\_first = m\_rubles;

money\_first \*= 100;

money\_first += m\_kopeck;

long long money\_second = money.m\_rubles;

money\_second \*= 100;

money\_second += money.m\_kopeck;

division.m\_rubles = (money\_first / money\_second) / 100;

division.m\_kopeck = (money\_first / money\_second) % 100;

return division;

}

Money& Money::operator/=(const Money& money)

{

if (&money == this)

{

m\_rubles = 0;

m\_kopeck = 1;

return \*this;

}

long long money\_first = (long long)m\_rubles \* 100 + m\_kopeck;

long long money\_second = (long long)money.m\_rubles \* 100 + money.m\_kopeck;

m\_rubles = (money\_first / money\_second) / 100;

m\_kopeck = (money\_first / money\_second) % 100;

return \*this;

}

Money Money::operator/(const int value)

{

int temp1 = m\_rubles \* 100 + m\_kopeck;

Money temp\_money;

temp\_money.m\_rubles = (temp1 / value) / 100;

temp\_money.m\_kopeck = (temp1 / value) % 100;

return temp\_money;

}

Money& Money::operator-=(const int value)

{

long long money = (long long)m\_rubles \* 100 + m\_kopeck;

money -= value;

m\_rubles = money / 100;

m\_kopeck = money % 100;

return \*this;

}

Money& Money::operator-=(const Money& money)

{

long long money\_this = (long long)m\_rubles \* 100 + m\_kopeck;

long long money\_other = (long long)money.m\_rubles \* 100 + money.m\_kopeck;

m\_rubles = (money\_this - money\_other) / 100;

m\_kopeck = (money\_this - money\_other) % 100;

return \*this;

}

bool Money::operator>(const Money& money)

{

return (m\_rubles > money.m\_rubles || m\_rubles == money.m\_rubles && m\_kopeck > money.m\_kopeck);

}

bool Money::operator<(const Money& money)

{

return (m\_rubles < money.m\_rubles || m\_rubles == money.m\_rubles && m\_kopeck < money.m\_kopeck);

}

void Money::clear()

{

m\_kopeck = 0;

m\_rubles = 0;

}

std::ostream& operator<<(std::ostream& out, const Money& money)

{

return (out << money.m\_rubles << ":" << money.m\_kopeck);

}

std::istream& operator>>(std::istream& in, Money& money)

{

int kopeck\_sup;

std::cout << "Rubles? "; in >> money.m\_rubles;

do

{

std::cout << "Kopeck? "; in >> kopeck\_sup;

if (abs(kopeck\_sup) > 99)

std::cout << "Error!. Please enter a number from -99 to 99" << std::endl;

} while (abs(kopeck\_sup) > 99);

money.m\_kopeck = kopeck\_sup;

if (money.m\_rubles < 0 || money.m\_kopeck < 0)

{

money.m\_rubles = -abs(money.m\_rubles);

money.m\_kopeck = -abs(money.m\_kopeck);

}

return in;

}

###### Основная программа для решения задачи 2

#include<iostream>

#include<vector>

#include<cstdlib>

#include"Money.h"

typedef std::vector<Money>Vec;

Vec make\_vector(const int n)

{

Vec v;

Money money;

for (int i = 0; i < n; i++)

{

money.Set\_rubles(rand() % 100 - 50);

money.Set\_kopeck(rand() % 100 - 50);

v.push\_back(money);

money.clear();

}

return v;

}

void print\_vector(const Vec& v)

{

for (size\_t i = 0; i < v.size(); i++)

{

if (i)

std::cout << "; " << v[i];

else

std::cout << v[i];

}

std::cout << "." << std::endl;

}

Money arithmetic\_mean(const Vec& v)

{

Money time;

for (size\_t i = 0; i < v.size(); i++)

{

time += v[i];

}

int n = v.size();

return (time / n);

}

void add\_vector(Vec& v, Money el, int pos)

{

v.insert(v.begin() + pos, el);

}

int max(const Vec& v)

{

Money time = v[0];

int n = 0;

for (size\_t i = 0; i < v.size(); i++)

{

if (time < v[i])

{

time = v[i];

n = i;

}

}

return n;

}

void remove\_element\_by\_index(Vec& v, int pos)

{

v.erase(v.begin() + pos);

}

int min(const Vec& v)

{

Money time = v[0];

int n = 0;

for (size\_t i = 0; i < v.size(); i++)

{

if (time > v[i])

{

time = v[i];

n = i;

}

}

return n;

}

void subtract\_min\_element(Vec& v)

{

Money m = v[min(v)] + v[max(v)];

for (size\_t i = 0; i < v.size(); i++)

{

v[i] += m;

}

}

int main()

{

try

{

std::vector<Money> v;

std::vector<Money>::iterator vi = v.begin();

int n;

std::cout << "N? ";

std::cin >> n;

v = make\_vector(n);

print\_vector(v);

//

std::cout << "\nAdd minimal element: ";

v.push\_back(v[min(v)]);

print\_vector(v); //печать вектора

int pos;

std::cout << "\nPosition to delete an element? ";

std::cin >> pos;

remove\_element\_by\_index(v, pos); //удалить элемент с этим номером

std::cout << "\nRemove element by index: " << std::endl;

print\_vector(v);

//

subtract\_min\_element(v); //каждый элемент разделить на мин. значение вектора

std::cout << "\nAdd the sum of the minimum and maximum elements: " << std::endl;

print\_vector(v);

if (pos > v.size())

throw 1;

}

catch (int)

{

std::cout << "Error!" << std::endl;

}

###### **}**

###### **Объяснение результатов работы программы.**
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Вводим в переменную N длину вектора для создания;

Создается вектор длиной N и заполняем его элементами типа Money;

Происходит поиск минимального элемента и добавление его в конец вектора;

Выбор элемента для удаления, затем происходит удаление элемента по индексу;

Добавление суммы минимального и максимального элементов каждому элементу вектора.

###### **Задача 3**

1. Создать последовательный контейнер.

2. Заполнить его элементами пользовательского типа (тип указан в варианте). Для пользовательского типа перегрузить необходимые операции.

3. Добавить элементы в соответствии с заданием

4. Удалить элементы в соответствии с заданием.

5. Выполнить задание варианта для полученного контейнера.

6. Выполнение всех заданий оформить в виде глобальных функций.

Параметризированный класс – Вектор

Найти минимальный элемент и добавить его в конец контейнера;

Найти элемент с заданным ключом и удалить его из контейнера;

К каждому элементу добавить сумму минимального и максимального элементов контейнера.

###### **Классы для решения задачи 3**

Vector.h

#pragma once

#include<iostream>

#include<vector>

#include<ctime>

template <class T>

class Vector

{

std::vector <T> v;

public:

//---------constructor-----------

Vector(int);

~Vector();

//-------overloaded-functions----

void Add();

void Print();

size\_t Size();

int min();

int max();

void remove\_element\_by\_index(int);

void add\_min\_max();

void add\_min\_el();

Vector& operator=(const Vector <T>&);

Vector operator+(const T&);

Vector operator\*(const Vector <T>&);

T& operator[](int);

};

template<class T>

inline Vector<T>::Vector(int n)

{

T a{};

for (int i = 0; i < n; i++)

v.push\_back(a);

}

template<class T>

inline Vector<T>::~Vector()

{

}

template<class T>

inline void Vector<T>::Add()

{

T a{};

for (size\_t i = 0; i < v.size(); i++)

{

std::cin >> a;

v[i] = a;

}

}

template<class T>

inline void Vector<T>::Print()

{

for (size\_t i = 0; i < v.size(); i++)

{

if (i)

std::cout << "; " << v[i];

else

std::cout << v[i];

}

std::cout << "." << std::endl;

}

template<class T>

inline size\_t Vector<T>::Size()

{

return v.size();

}

template<class T>

inline int Vector<T>::min()

{

T time = v[0];

int n = 0;

for (size\_t i = 0; i < v.size(); i++)

{

if (time > v[i])

{

time = v[i];

n = i;

}

}

return n;

}

template<class T>

inline int Vector<T>::max()

{

T time = v[0];

int n = 0;

for (size\_t i = 0; i < v.size(); i++)

{

if (time < v[i])

{

time = v[i];

n = i;

}

}

return n;

}

template<class T>

inline void Vector<T>::remove\_element\_by\_index(int pos)

{

v.erase(v.begin() + pos);

}

template<class T>

inline void Vector<T>::add\_min\_max()

{

T m = v[min()] + v[max()];

for (size\_t i = 0; i < v.size(); i++)

{

v[i] += m;

}

}

template<class T>

inline void Vector<T>::add\_min\_el()

{

v.push\_back(v[min()]);

}

template <class T>

Vector<T>& Vector<T>::operator=(const Vector<T>& temp)

{

if (this == &temp)

return \*this;

v.clear();

for (size\_t i = 0; i < temp.v.size(); i++)

{

v.push\_back(temp.v[i]);

}

return \*this;

}

template <class T>

Vector<T> Vector<T>::operator+(const T& k)

{

Vector<T> temp(v.size());

for (size\_t i = 0; i < v.size(); i++)

temp.v[i] = v[i] + k;

return temp;

}

template <class T>

Vector<T> Vector<T>::operator\*(const Vector<T>& second)

{

Vector<T> temp(v.size());

size\_t n = 0;

for (size\_t i = 0; i < v.size(); i++)

{

for (size\_t j = 0; j < second.v.size(); j++)

{

if (v[i] == second.v[j])

{

temp.v[n] = v[i];

n++;

break;

}

}

}

if (!n)

{

Vector<T> null(0);

std::cout << "No intersections found" << std::endl;

return null;

}

T value = 0;

for (size\_t i = 0; (i < (n - 1)) && (i < (v.size() - 1)); i++)

{

for (size\_t j = i + 1; (j < n) && (j < v.size()); j++)

{

if (temp.v[i] >= temp.v[j])

{

value = temp.v[i];

temp.v[i] = temp.v[j];

temp.v[j] = value;

}

}

}

Vector<T> temp\_short(temp, n);

size\_t counter = 1;

for (size\_t i = 0; (i < (n - 1)) && n && (i < v.size()); i++)

{

if (temp.v[i] == temp.v[i + 1])

v.erase(i + 1);

}

return temp;

}

template <class T>

T& Vector<T>::operator[](int index)

{

if (index < v.size())

return v[index];

else

std::cout << "Error. Index > Size" << std::endl;

exit(1);

}

Money.h

#pragma once

#include<iostream>

class Money

{

int m\_rubles;

int m\_kopeck;

public:

//---------constructor-----------

Money() :m\_rubles(0), m\_kopeck(0) {};

Money(long, short);

Money(const Money&);

~Money();

//-------Getters and Setters----

long Get\_rubles();

short Get\_kopeck();

void Set\_rubles(long);

void Set\_kopeck(short);

//-------overloaded-functions----

Money& operator=(const Money&);

Money operator+(const Money&);

Money operator+(int);

Money& operator+=(const Money&);

Money operator/(const Money&);

Money& operator/=(const Money&);

Money operator/(int);

bool operator>(const Money&);

bool operator<(const Money&);

void clear();

//-------friend-functions---------

friend std::ostream& operator<<(std::ostream&, const Money&);

friend std::istream& operator>>(std::istream&, Money&);

};

Money.cpp

#include "Money.h"

Money::Money(const long rubles, const short kopeck)

{

if (rubles < 0 || kopeck < 0)

{

m\_rubles = -abs(m\_rubles);

m\_kopeck = -abs(m\_kopeck);

}

long long money = (long long)m\_rubles \* 100 + m\_kopeck;

m\_rubles = money / 100;

m\_kopeck = money % 100;

}

Money::Money(const Money& money)

{

m\_rubles = money.m\_rubles;

m\_kopeck = money.m\_kopeck;

}

Money::~Money()

{

}

long Money::Get\_rubles()

{

return m\_rubles;

}

short Money::Get\_kopeck()

{

return m\_kopeck;

}

void Money::Set\_rubles(const long rubles)

{

if (m\_kopeck >= 0)

m\_rubles = rubles;

else

m\_rubles = -abs(rubles);

//m\_rubles = rubles;

}

void Money::Set\_kopeck(const short kopeck)

{

m\_kopeck = kopeck;

if (m\_rubles < 0)

m\_kopeck = -abs(m\_kopeck);

if (m\_kopeck < 0)

m\_rubles = -abs(m\_rubles);

}

Money& Money::operator=(const Money& money)

{

if (&money == this)

return \*this;

m\_rubles = money.m\_rubles;

m\_kopeck = money.m\_kopeck;

return \*this;

}

Money Money::operator+(const Money& money)

{

long long money\_first = (long long)m\_rubles \* 100 + m\_kopeck;

long long money\_second = (long long)money.m\_rubles \* 100 + money.m\_kopeck;

Money p;

p.m\_rubles = (money\_first + money\_second) / 100;

p.m\_kopeck = (money\_first + money\_second) % 100;

return p;

}

Money Money::operator+(int value)

{

long long money = (long long)m\_rubles \* 100 + m\_kopeck;

money += value;

Money temp;

temp.m\_rubles = (money) / 100;

temp.m\_kopeck = (money) % 100;

return temp;

}

Money& Money::operator+=(const Money& money)

{

long long temp1 = (long long)m\_rubles \* 100 + m\_kopeck;

long long temp2 = (long long)money.m\_rubles \* 100 + money.m\_kopeck;

m\_rubles = (temp1 + temp2) / 100;

m\_kopeck = (temp1 + temp2) % 100;

return \*this;

}

Money Money::operator/(const Money& money)

{

Money division;

if (&money == this)

{

division.m\_rubles = 0;

division.m\_kopeck = 1;

return division;

}

long long money\_first = m\_rubles;

money\_first \*= 100;

money\_first += m\_kopeck;

long long money\_second = money.m\_rubles;

money\_second \*= 100;

money\_second += money.m\_kopeck;

division.m\_rubles = (money\_first / money\_second) / 100;

division.m\_kopeck = (money\_first / money\_second) % 100;

return division;

}

Money& Money::operator/=(const Money& money)

{

if (&money == this)

{

m\_rubles = 0;

m\_kopeck = 1;

return \*this;

}

long long money\_first = (long long)m\_rubles \* 100 + m\_kopeck;

long long money\_second = (long long)money.m\_rubles \* 100 + money.m\_kopeck;

m\_rubles = (money\_first / money\_second) / 100;

m\_kopeck = (money\_first / money\_second) % 100;

return \*this;

}

Money Money::operator/(const int value)

{

int temp1 = m\_rubles \* 100 + m\_kopeck;

Money temp\_money;

temp\_money.m\_rubles = (temp1 / value) / 100;

temp\_money.m\_kopeck = (temp1 / value) % 100;

return temp\_money;

}

bool Money::operator>(const Money& money)

{

return (m\_rubles > money.m\_rubles || m\_rubles == money.m\_rubles && m\_kopeck > money.m\_kopeck);

}

bool Money::operator<(const Money& money)

{

return (m\_rubles < money.m\_rubles || m\_rubles == money.m\_rubles && m\_kopeck < money.m\_kopeck);

}

void Money::clear()

{

m\_kopeck = 0;

m\_rubles = 0;

}

std::ostream& operator<<(std::ostream& out, const Money& time)

{

return (out << time.m\_rubles << ":" << time.m\_kopeck);

}

std::istream& operator>>(std::istream& in, Money& money)

{

int kopeck\_sup;

std::cout << "Rubles? "; in >> money.m\_rubles;

do

{

std::cout << "Kopeck? "; in >> kopeck\_sup;

if (abs(kopeck\_sup) > 99)

std::cout << "Error!. Please enter a number from -99 to 99" << std::endl;

} while (abs(kopeck\_sup) > 99);

money.m\_kopeck = kopeck\_sup;

if (money.m\_rubles < 0 || money.m\_kopeck < 0)

{

money.m\_rubles = -abs(money.m\_rubles);

money.m\_kopeck = -abs(money.m\_kopeck);

}

return in;

}

###### **Основная программа для решения задачи 3**

#include<iostream>

#include"Vector.h"

#include"Money.h"

int main()

{

int n;

std::cout << "N? ";

std::cin >> n;

Vector <Money> money(n);

money.Add();

money.Print();

//

std::cout << "\nAdd minimal element: ";

money.add\_min\_el();

money.Print();

int pos;

std::cout << "\nPosition to delete an element? ";

std::cin >> pos;

std::cout << "\nRemove element by index: " << std::endl;

money.remove\_element\_by\_index(pos);

money.Print();

//

std::cout << "\nAdd the sum of the minimum and maximum elements: " << std::endl;

money.add\_min\_max();

money.Print();

}

###### 

###### **Объяснение результатов работы программы.**
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Вводим в переменную N длину вектора для создания;

Создается вектор длиной N и заполняем его элементами типа Money;

Происходит поиск минимального элемента и добавление его в конец вектора;

Выбор элемента для удаления, затем происходит удаление элемента по индексу;

Добавление суммы минимального и максимального элементов каждому элементу вектора.

###### **Задача 4**

1. Создать последовательный контейнер.

2. Заполнить его элементами пользовательского типа (тип указан в варианте). Для пользовательского типа перегрузить необходимые операции.

3. Добавить элементы в соответствии с заданием

4. Удалить элементы в соответствии с заданием.

5. Выполнить задание варианта для полученного контейнера.

6. Выполнение всех заданий оформить в виде глобальных функций.

Адаптер контейнера - очередь.

Найти минимальный элемент и добавить его в конец контейнера;

Найти элемент с заданным ключом и удалить его из контейнера;

К каждому элементу добавить сумму минимального и максимального элементов контейнера.

###### Функции для решения задачи 4

#include <iostream>

#include<vector>

#include<queue>

#include"Money.h"

typedef std::queue<Money> Qu;

typedef std::vector<Money> Vec;

Qu make\_queue(int n) //функция для формирования очереди

{

Qu v; //пустой вектор

Money money;

for (int i = 0; i < n; i++)

{

std::cin >> money;

v.push(money); //добавить money в конец вектора

}

return v;

}

Vec copy\_queue\_to\_vector(Qu s) //копируем стек в вектор

{

Vec v;

while (!s.empty()) //пока очередь не пустая

{

v.push\_back(s.front()); //добавить в вектор элемент из вершины очереди

s.pop();

}

return v; //вернуть вектор как результат функции

}

Qu copy\_vector\_to\_queue(Vec v) //копируем вектор в очередь

{

Qu s;

for (size\_t i = 0; i < v.size(); i++)

{

s.push(v[i]); //добавить в очередь элемент вектора

}

return s; //вернуть очередь как результат функции

}

void print\_queue(Qu s)

{

while (!s.empty())

{

std::cout << s.front() << " ";

s.pop();

}

std::cout << std::endl;

}

Money arithmetic\_mean(Qu s) //вычисление среднего значения

{

Vec v = copy\_queue\_to\_vector(s); //копируем значение для суммы

int n = 1;

Money sum = s.front(); //начальное значение для суммы

s.pop(); //удалить первый элемент из вектора

while (!s.empty()) //пока стек не пустой

{

sum += s.front(); //добавить в сумму элемент из вершины стека

s.pop(); //удалить элемент

n++;

}

s = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

return (sum / n);

}

void Add\_to\_queue(Qu& s, const Money& el, int pos) //добавление элемента в очередь

{

Vec v;

Money t;

int i = s.size(); //размер очереди

if (!pos)

v.push\_back(el); //если номер позиции 0, то добавить его в конец

while (!s.empty()) //пока стек не пустой

{

t = s.front(); //получить элемент из вершины

if (i == pos) //если номер равен номеру позиции, на которую добавлен элемент

v.push\_back(el); //добавить новый элемент из очeреди в вектор

v.push\_back(t); //добавить элемент из очереди в вектор

s.pop(); //удалить элемент из очереди

i--;

}

s = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

}

Money Max(Qu s) // поиск максимального элемента в очереди

{

Money m = s.front(); //переменной m присваивается значение из вершины очереди

Vec v = copy\_queue\_to\_vector(s); //копируем очередь в вектор

while (!s.empty()) //пока стек не пустой

{

if (s.front() > m) //сравнить m и элемент в вершине очереди

m = s.front(); // удалить элемент из очереди

s.pop();

}

s = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

return m;

}

void Delete\_from\_queue(Qu& s)//удалить максимальный элемент из очереди

{

Money m = Max(s); //находим максимальный элемент

Vec v;

Money t;

while (!s.empty()) //пока очередь пустая

{

t = s.front(); //получаем элемент из вершины очереди

if (t != m) //если он не равен максимальному, занести элемент в вектор

v.push\_back(t);

s.pop(); //удалить элемент из очереди

}

s = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

}

Money Min(Qu s)

{

Money m = s.front();

Vec v = copy\_queue\_to\_vector(s);

while (!s.empty()) //пока очередь не пустая

{

if (s.front() < m) //сравнить m и элемент в вершине очереди

m = s.front(); // удалить элемент из стека

s.pop();

}

s = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

return m;

}

void Division(Qu& s)

{

Money m = Min(s);

Vec v;

Money t;

while (!s.empty()) //пока стек не пустой

{

t = s.front(); //получить элемент из вершины

v.push\_back(t / m); //делить t на минимальный элемент и добавить в вектор

s.pop(); //удалить элемент из вершины

}

s = copy\_vector\_to\_queue(v); //скопировать вектор в стек

}

void add\_min\_element(Qu& s)

{

Vec v;

Money min = Min(s);

Money t;

size\_t i = 0;

while (!s.empty()) //пока очередь пустая

{

t = s.front(); //получаем элемент из вершины очереди

v.push\_back(t);

s.pop(); //удалить элемент из стека

i++;

}

v.push\_back(min);

s = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

}

void remove\_element\_by\_index(Qu& s, int pos)

{

Vec v;

Money t;

size\_t i = 0;

while (!s.empty()) //пока очередь пустая

{

t = s.front(); //получаем элемент из вершины очереди

if (pos != i) //если он не равен максимальному, занести элемент в вектор

v.push\_back(t);

s.pop(); //удалить элемент из стека

i++;

}

s = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

}

void add\_sum\_max\_min(Qu& s)

{

Vec v;

Money sum\_min\_max = Max(s) + Min(s);

Money t;

size\_t i = 0;

while (!s.empty()) //пока очередь пустая

{

t = s.front(); //получаем элемент из вершины очереди

v.push\_back(t + sum\_min\_max);

s.pop(); //удалить элемент из стека

i++;

}

s = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

}

###### Основная программа для решения задачи 4

int main()

{

Money t;

Qu q;

int n;

std::cout << "n? ";

std::cin >> n;

q = make\_queue(n);

print\_queue(q);

int pos;

add\_min\_element(q);

std::cout << "Add a minimal element: " << std::endl;

print\_queue(q);

std::cout << "\nPosition to delete an element? ";

std::cin >> pos;

remove\_element\_by\_index(q, pos); //удалить элемент с этим номером

std::cout << "Remove element by index: " << std::endl;

print\_queue(q);

add\_sum\_max\_min(q);

std::cout << "Add the sum of the maximum and minimum: " << std::endl;

print\_queue(q);

std::cout << "Delete Max = " << std::endl;

Delete\_from\_queue(q);

print\_queue(q);

std::cout << "Division = " << std::endl;

Division(q);

print\_queue(q);

}

###### **Результат работы программы.**
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Вводим в переменную N длину очереди для создания;

Создается очередь длиной N и заполняем его элементами типа Money;

Происходит поиск минимального элемента и добавление его в конец очереди;

Выбор элемента для удаления, затем происходит удаление элемента по индексу;

Добавление суммы минимального и максимального элементов каждому элементу очереди.

Удаление максимального элемента;

Деление на минимальный элемент всех элементов очереди.

###### **Задача 5**

Создать последовательный контейнер.

2. Заполнить его элементами пользовательского типа (тип указан в варианте). Для пользовательского типа перегрузить необходимые операции.

3. Добавить элементы в соответствии с заданием

4. Удалить элементы в соответствии с заданием.

5. Выполнить задание варианта для полученного контейнера.

6. Выполнение всех заданий оформить в виде глобальных функций.

Параметризированный класс – Вектор

Адаптер контейнера - очередь.

Найти минимальный элемент и добавить его в конец контейнера;

Найти элемент с заданным ключом и удалить его из контейнера;

К каждому элементу добавить сумму минимального и максимального элементов контейнера.

###### **Класс для решения задачи 5**

#pragma once

#include<iostream>

#include<queue>

#include<vector>

#include"Money.h"

template <class T>

class Vector

{

std::queue <T> q;

size\_t len;

public:

//---------constructor-----------

//Vector() :len(0) {};

Vector() {};

Vector(int);

Vector(const Vector<T>&);

~Vector();

//-------overloaded-functions----

void Print();

T arithmetic\_mean();

void Add\_to\_queue(const T&, int);

T Max();

void Delete\_from\_queue();

T Min();

void Division();

void add\_min\_element();

void remove\_element\_by\_index(int);

void add\_sum\_max\_min();

};

template<class T>

std::vector<T> copy\_queue\_to\_vector(std::queue <T> q)

{

std::vector<T> v;

while (!q.empty()) //пока очередь не пустая

{

v.push\_back(q.front()); //добавить в вектор элемент из вершины очереди

q.pop();

}

return v; //вернуть вектор как результат функции

};

template<class T>

std::queue<T> copy\_vector\_to\_queue(std::vector<T> v) //êîïèðóåì âåêòîð â ñòåê

{

std::queue<T> q;

for (size\_t i = 0; i < v.size(); i++)

{

q.push(v[i]); //добавить в очередь элемент вектора

}

return q; //вернуть очередь как результат функции

};

template<class T>

Vector<T>::Vector(int n)

{

T a;

for (int i = 0; i < n; i++)

{

std::cin >> a;

q.push(a);

}

len = q.size();

}

template<class T>

inline Vector<T>::Vector(const Vector<T>& Vec)

{

len = Vec.len;

std::vector<T> v = copy\_queue\_to\_vector(Vec.q);

q = copy\_vector\_to\_queue(v);

}

template<class T>

inline Vector<T>::~Vector()

{

}

template<class T>

void Vector<T>::Print()

{

std::vector<T> v = copy\_queue\_to\_vector(q);

while (!q.empty())

{

std::cout << q.front() << " ";

q.pop();

}

std::cout << std::endl;

q = copy\_vector\_to\_queue(v);

}

template<class T>

T Vector<T>::arithmetic\_mean() //вычисление среднего значения

{

std::vector<T> v = copy\_queue\_to\_vector(q); //копируем значение для суммы

int n = 1;

Money sum = q.front(); //начальное значение для суммы

q.pop(); //удалить первый элемент из вектора

while (!q.empty()) //пока стек не пустой

{

sum += q.front(); //добавить в сумму элемент из вершины стека

q.pop(); //удалить элемент

n++;

}

q = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

return (sum / n);

}

template<class T>

void Vector<T>::Add\_to\_queue(const T& el, int pos) //добавление элемента в очередь

{

std::vector<T> v;

T t;

int i = q.size(); //размер очереди

if (!pos)

v.push\_back(el); //если номер позиции 0, то добавить его в конец

while (!q.empty()) //пока стек не пустой

{

t = q.front(); //получить элемент из вершины

if (i == pos) //если номер равен номеру позиции, на которую добавлен элемент

v.push\_back(el); //добавить новый элемент из очeреди в вектор

v.push\_back(t); //добавить элемент из очереди в вектор

q.pop(); //удалить элемент из очереди

i--;

}

q = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

}

template<class T>

T Vector<T>::Max() // поиск максимального элемента в очереди

{

T m = q.front(); //переменной m присваивается значение из вершины очереди

std::vector<T> v = copy\_queue\_to\_vector(q); //копируем очередь в вектор

while (!q.empty()) //пока стек не пустой

{

if (q.front() > m) //сравнить m и элемент в вершине очереди

m = q.front(); // удалить элемент из очереди

q.pop();

}

q = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

return m;

}

template<class T>

void Vector<T>::Delete\_from\_queue()//удалить максимальный элемент из очереди

{

T m = Max(); //находим максимальный элемент

std::vector<T> v;

T t;

while (!q.empty()) //пока очередь пустая

{

t = q.front(); //получаем элемент из вершины очереди

if (t != m) //если он не равен максимальному, занести элемент в вектор

v.push\_back(t);

q.pop(); //удалить элемент из очереди

}

q = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

}

template<class T>

T Vector<T>::Min()

{

T m = q.front();

std::vector<T> v = copy\_queue\_to\_vector(q);

while (!q.empty()) //пока очередь не пустая

{

if (q.front() < m) //сравнить m и элемент в вершине очереди

m = q.front(); // удалить элемент из стека

q.pop();

}

q = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

return m;

}

template<class T>

void Vector<T>::Division()

{

T m = Min();

std::vector<T> v;

Money t;

while (!q.empty()) //пока стек не пустой

{

t = q.front(); //получить элемент из вершины

v.push\_back(t / m); //делить t на минимальный элемент и добавить в вектор

q.pop(); //удалить элемент из вершины

}

q = copy\_vector\_to\_queue(v); //скопировать вектор в стек

}

template<class T>

void Vector<T>::add\_min\_element()

{

std::vector<T> v;

Money min = Min();

Money t;

size\_t i = 0;

while (!q.empty()) //пока очередь пустая

{

t = q.front(); //получаем элемент из вершины очереди

v.push\_back(t);

q.pop(); //удалить элемент из стека

i++;

}

v.push\_back(min);

q = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

}

template<class T>

void Vector<T>::remove\_element\_by\_index(int pos)

{

std::vector<T> v;

T t;

size\_t i = 0;

while (!q.empty()) //пока очередь пустая

{

t = q.front(); //получаем элемент из вершины очереди

if (pos != i) //если он не равен максимальному, занести элемент в вектор

v.push\_back(t);

q.pop(); //удалить элемент из стека

i++;

}

q = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

}

template<class T>

void Vector<T>::add\_sum\_max\_min()

{

std::vector<T> v;

T sum\_min\_max = Max() + Min();

T t;

size\_t i = 0;

while (!q.empty()) //пока очередь пустая

{

t = q.front(); //получаем элемент из вершины очереди

v.push\_back(t + sum\_min\_max);

q.pop(); //удалить элемент из стека

i++;

}

q = copy\_vector\_to\_queue(v); //скопировать вектор в очередь

}

###### Основная программа для решения задачи 5

#include <iostream>

#include<vector>

#include"Money.h"

#include"Vector.h"

int main()

{

size\_t n{};

std::cout << "n? ";

std::cin >> n;

Vector<Money> v(n);

v.Print();

int pos;

v.add\_min\_element();

std::cout << "Add a minimal element: " << std::endl;

v.Print();

std::cout << "\nPosition to delete an element? ";

std::cin >> pos;

v.remove\_element\_by\_index(pos); //удалить элемент с этим номером

std::cout << "Remove element by index: " << std::endl;

v.Print();

v.add\_sum\_max\_min();

std::cout << "Add the sum of the maximum and minimum: " << std::endl;

v.Print();

std::cout << "Delete Max = " << std::endl;

v.Delete\_from\_queue();

v.Print();

std::cout << "Division = " << std::endl;

v.Division();

v.Print();

}

###### Объяснение результатов работы программы.

![](data:image/png;base64,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)

Вводим в переменную N длину очереди для создания;

Создается очередь длиной N и заполняем его элементами типа Money;

Происходит поиск минимального элемента и добавление его в конец очереди;

Выбор элемента для удаления, затем происходит удаление элемента по индексу;

Добавление суммы минимального и максимального элементов каждому элементу очереди.

Удаление максимального элемента;

Деление на минимальный элемент всех элементов очереди.

###### **Ответы на контрольные вопросы.**

1. Из каких частей состоит библиотека STL?

Контейнеры, алгоритмы

1. Какие типы контейнеров существуют в STL?

list, vector, queue, map (multimap), set (multiset)

1. Что нужно сделать для использования контейнера STL в своей программе?

Подключить библиотеку.

1. Что представляет собой итератор?

Объект, который способен перебирать элементы контейнерного класса без необходимости пользователю знать реализацию определенного контейнерного класса.

1. Какие операции можно выполнять над итераторами?

Разыменование с целью получение значения объекта.

Присваивание одного итератору другому.

Сравнение итераторов на равенство.

Перемещение по элементам контейнера с помощью инкремента и декремента.

1. Каким образом можно организовать цикл для перебора контейнера с использованием итератора?

С использованием цикла for( i = first; I != last; ++i);

1. Какие типы итераторов существуют?

Входные, выходные, прямые, двунаправленные, произвольного доступа.

1. Перечислить операции и методы общие для всех контейнеров.

Копирование, присваивание, операции сравнения на равенство, инкремент, декремент, разыменование.

1. Какие операции являются эффективными для контейнера vector? Почему?

Вставка или удаление в конце вектора, произвольная выборка с помощью оператора индексации. Если вставлять или удалять в произвольное место вектора элемент, то придётся смещать все элементы справа путём копирования.

1. Какие операции являются эффективными для контейнера list? Почему?

Вставка и удаление в любом месте контейнера эффективны, так как элементы хранятся в виде двусвязного списка. Для этих операций нужно только лишь поменять адреса указателей у двух соседних элементов.

1. Какие операции являются эффективными для контейнера deque? Почему?

Совмещает в себе эффективность вектора и списка, так как является неким гибридом вектора листа. Для него выделяются маленькие массивы, которые связаны между собой, как двусвязный список.

1. Перечислить методы, которые поддерживает последовательный контейнер vector.

Swap, clear, pushback(emplace\_back), erase, pop\_back, resize

1. Перечислить методы, которые поддерживает последовательный контейнер list.

Push\_back, push\_front, clear, erase, swap, splice, merge, sort

1. Перечислить методы, которые поддерживает последовательный контейнер deque.

Push\_back, push\_front, pop\_back, pop\_front, swap, insert, erase, clear.

1. Задан контейнер vector. Как удалить из него элементы со 2 по 5?

erase(v.begin() + 2, v.begin() + 6);

1. Задан контейнер vector. Как удалить из него последний элемент?

pop\_back()

1. Задан контейнер list. Как удалить из него элементы со 2 по 5?

list<int>::iterator it1 = l.begin();

list<int>::iterator it2 = l.begin();

advance(it1, 2);

advance(it2, 6);

erase(it1, it2);

Так как для list<T>::iterator не перегружен operator+(), то нельзя поступить так же, как и с vector. Поэтому через advance() инкрементируем итератор на заданное кол-во элемнетов. и уже потом через erase удаляем диапазон элементов.

1. Задан контейнер list. Как удалить из него последний элемент?

pop\_back()

1. Задан контейнер deque. Как удалить из него элементы со 2 по 5?

erase(b.begin() + 2, b.begin() + 6);

1. Задан контейнер deque. Как удалить из него последний элемент?

pop\_back()

1. Написать функцию для печати последовательного контейнера с использованием итератора.

list<int> l{ 0, 1, 2, 3, 4, 5, 6, 7 };

list<int>::iterator it;

for (it = l.begin(); it != l.end(); ++it)

{

std::cout << \*it << " ";

}

1. Что представляют собой адаптеры контейнеров?

Это специальные предопределенные контейнерные классы, которые адаптированы для выполнения конкретных заданий.

1. Чем отличаются друг от друга объявления stack<int> s и stack<int, list<int> > s?

stack<int> s – объявлен стек s.

stack<int, list<int> > s – объявлен стек, за основу которого взят список.

1. Перечислить методы, которые поддерживает контейнер stack.

Push, pop, top, swap, size, empty.

1. Перечислить методы, которые поддерживает контейнер queue.

Pop, push, front, back, empty, size

1. Чем отличаются друг от друга контейнеры queue и priority\_queue?

Реализация priority\_queue возможно либо на основе вектора, либо списка. Извлечение из priority\_queue начинается с максимального элемента и по убыванию.

1. Задан контейнер stack. Как удалить из него элемент с заданным номером?

Конвертировать stack в любой последовательный контейнер. Удалить. Выполнить обратную конвертацию в stack.

1. Задан контейнер queue. Как удалить из него элемент с заданным номером?

Конвертировать queue в любой последовательный контейнер. Удалить. Выполнить обратную конвертацию в queue.

1. Написать функцию для печати контейнера stack с использованием итератора.

У stack нет итераторов.

void printStack(stack<int> st)

{

while (!st.empty())

{

cout << st.top() << " ";

st.pop();

}

}

Передаём в функцию копию стека и выводим её печать, при этом оригинал остаётся неизменный.

1. Написать функцию для печати контейнера queue с использованием итератора.

У queue нет интераторов

void printQueue(queue<int> q)

{

while (!q.empty())

{

cout << q.front() << " ";

q.pop();

}

}

Передаём в функцию копию очереди и выводим её печать, при этом оригинал остаётся неизменный.